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Abstract:
The tremendous growth and use of wide-range of Web applications today is the very reason that they are a potential target to the different forms of attacks. Attacking the databases through these Web applications is one of the major security threats. SQL injection attack (SQLIA) is used by various hackers to get access to the data present in the database by taking advantage of the loopholes which are present in the server side programs. It is a flaw in Web application and not a database or Web server problem. It is a method used to pass an SQL code through some user interactive applications over the Web. It is a serious threat to security as it is easy to generate and tough to design the most efficient method which counters SQL injection attack. In this paper, we propose a new and highly automated approach for protecting the existing Web applications against various SQL injection attacks. This approach has conceptual and practical advantages over the existing techniques. Conceptually, the idea is based on positive tainting and syntax- aware evaluation and practically this technique is efficient and easy to implement with minimal requirements. Further, we have also given an overview of some of the SQLIA. This paper also mentions the pattern matching algorithm called Aho-Corasick multiple keyword algorithm which will help to keep in check the various SQLIA already used by the hackers.

Keywords: SQL Injection, SQL Query, Positive tainting, Syntax-Aware Evaluation.

1. INTRODUCTION
SQL Injection is one of the many web attack mechanisms used by hackers to steal data from organizations. It is perhaps one of the most common application for attacking. SQL Injection is a type of web application security vulnerability in which an attacker is able to insert a malicious SQL statement into an entry field for execution, exposing the back-end database. Even though this vulnerability has had its presence for several years now, most of its popular techniques are based on safe coding practices, which are not applicable to the existing applications. Web applications basically interact with the databases, retrieve the data from it and then presents it to the user. To prevent as well as detect database from various SQL injection attacks two methods have been proposed which are static and dynamic pattern matching. Pattern matching checks a given sequences of tokens for the presence of the constituents of some pattern. Although, there is no single fixed way of attacking the database using SQL but there are various techniques used to intrude the system. Some of the already prevalent attacks are Tautology attack, Piggybacking Attack, Union Attack. Also there are other attacks like Blind Injection, Stored procedure, Timing Attacks which are also capable of harming the confidential data in a powerful way. SQLIA attacks can be prevented using the following algorithms. Static Pattern Matching Algorithm and Aho-Corasick Multiple String Pattern Matching Algorithm are the popular and efficient ones.
2. RELATED WORK

Several researches and different methods and approaches have been used and implemented in the last two decades for prevention of SQL Injection. SQLIA are considered to be of the topmost priority when it comes to solving problems related to Web security. When an attack on the database takes place it may lead to loss of confidential data. Not only loss but it may also malign the data in many ways. Survey of Web applications like e-commerce, net banking, online shopping and supply chain management sites, concludes that at least 92 percent of Web applications are vulnerable to some form of attack. It is evident that confidential data have always been the target of hackers and hence different methods are applied by them to get access to such data and harm the system. Unfortunately there is no proper guarantee for preserving the underlying databases from current attacks. There are various detection and prevention techniques which can be divided into two categories. First approach is to try detecting SQLIA by checking anomalous SQL Query structure using string and pattern matching methods and query processing. The second approach uses the dependency among data items which is less likely to change so that malicious database activities are identified. In both the approaches, many of the researchers proposed different schemes by integrating data mining and intrusion detection systems. This minimizes the false positive alerts, reducing human intervention and better detection of attacks. Moreover, different intrusion detection techniques are used either separately or otherwise. Bertino et al proposed a framework based on anomaly detection technique and association rule mining to identify those queries that deviate from the normal database application behavior. Association rule mining technique is employed for mining frequent parameter list and the order to identify intrusions. Bandhakavi et al proposed a misuse detection technique to detect SQLIA by finding the intent of a query dynamically and then comparing the structure of that query with the normal ones based on the user input. Halfond et al developed a technique which makes use of a model-based approach to detect malicious and illegal queries before they are executed on the database.

3. PROPOSED SYSTEM

The existing system has the following two modules, first is Static Phase and second Dynamic Phase In the Static Pattern List, a list of known Anomaly Patterns is maintained. Each anomaly pattern from the Static Pattern List is checked with the user generated query. The Anomaly Score value of the query for each pattern in the Static Pattern List is calculated.
If the Query matches 100% with any of the pattern from the Static Pattern List, then the Query is infected with attack. Otherwise, if the matching score is high it is called as an Anomaly Score value of a query. If the Anomaly Score value comes out to be more than the threshold value (assume 40%), then the query will be given to the Administrator for checking. The SQLIA is a kind of attack which penetrates the user queries that have been forwarded towards the servers and databases. Such attacks are basically based on the belief of the people that the queries cant be compromised. Hence, in this paper, we have proposed a scheme for detecting as well as preventing the SQLIA. In this technique, we have used the Aho-Corasick multiple string pattern matching algorithm. The important feature of this technique is that, it does not generate false positive results. It first creates deterministic finite automata for all the predefined patterns and then by using automaton, it processes a text in a single pass. It consists of constructing a finite state pattern matching automata from the existing patterns and then uses the pattern matching automata to process the text string in a single pass. Positive Tainting is based on the identification of the trusted data rather than untrusted data. Traditional Tainting is called negative tainting. Positive tainting differs from negative tainting because it is based on the identification, marking and tracking of trusted, rather than untrusted, data. Positive tainting follows the general principle of fail-safe. Negative tainting follows the identification of data which is not trusted and this is where positive tainting differs from negative tainting. This conceptual difference has significant effects. It helps address problems caused by the incompleteness in the identification of relevant data to be marked. Incompleteness can leave the Web Applications vulnerable to SQL injection attacks. With negative tainting, detection of attacks becomes very difficult. Thus, we have proposed the use of positive tainting in our approach. Identifying trusted data in Web Applications is often straightforward and always less prone to error.

4. SYNTAX AWARE EVALUATION

Positive tainting helps to create taint markings during execution but for achieving more security we must be able to use the taint markings to distinguish legitimate from malicious queries. The key feature of Syntax aware evaluation is that it considers the context in which trusted and untrusted data is present so that it is made sure that all parts of query other than string or numerical or literals consists only of trusted. Conversely, if this property is not satisfied (e.g., if an SQL operator contains characters not marked as trusted), it can be that the operator has been injected by an attacker and block the query. Our technique performs syntax-aware evaluation of a query string immediately before the string is sent to the database to be executed. Our approach must be able to use the taint markings to distinguish legitimate from malicious queries besides ensuring that taint markings are correctly created and maintained while executing. An approach that simply restricts the use of untrusted data in SQL commands is not a viable solution because it would mark any query that contains user input as an SQLIA, leading to many false positives. To address this problem, a method is used which permits the use of tainted input as long as it has been processed by a sanitizing function. A sanitizing function is a filter that performs operations such as regular expression matching or replacement of sub-strings. The idea of declassification is based on the assumption that sanitizing functions are able to eliminate or neutralize harmful parts of the input and make the data safe. However, in practice, there is no guarantee that the checks performed by a sanitizing function are adequate. Tainting approaches based on declassification could therefore generate false negatives if they mark as trusted Syntax-aware evaluation does not depend on any (potentially unsafe) assumptions about the effectiveness of sanitizing functions used by developers. It also allows for the use of untrusted input data in an SQL query as long as the use of such data does not cause an SQLIA. To evaluate the query string, the technique first uses an SQL parser to break the string into a sequence of tokens that correspond to SQL...
keywords, operators, and literals. The technique then iterates through the tokens and checks whether tokens (i.e., substrings) other than literals contain only trusted data. If all of the tokens pass this check, the query is considered safe and allowed to execute. This approach can also handle those cases where developers use external query fragments to build SQL commands. In those cases, developers would specify which external data sources must be trusted, and our technique would mark and treat data coming from these sources accordingly. This default approach, which considers only two kinds of data—trusted and untrusted, allows only trusted data to form SQL keywords and operators, is adequate for most Web applications. For example, it can handle applications where parts of a query are stored in external files or database records that were created by the developers. Our technique also allows developers to relate custom trust markings to different data sources and provides custom trust policies which specify the legal ways to use data with certain trust markings. Trust policies are functions that take a sequence of SQL tokens as input and perform some type of check based on the trust markings related to the tokens. Though, this technique tackles down the threat of SQLIA, the complete solution against SQLIA cannot be assured, as the attacks are always improvised with some new techniques. Thus, the future work is always welcome.

CONCLUSION

In this paper, we have proposed the efficient techniques for preventing and detecting different SQL injection attacks such as positive tainting and syntax aware evaluation using Aho-Corasick Pattern matching calculations. Our approach makes it easy to remove all the false positives as well as makes trusted data readily identifiable in web application. It only allows marked strings to form a query using keywords and operations. Before the query is sent to the database our approach is being performed. It also used to increase the automation and implement security principles. Our system does not allow the use of untrusted data in queries. This approach also provides practical advantages over a lot of existing techniques whose applications require customized and complex runtime environments.
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